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Glossary 
 
 
API - Application Program Interface 

APIS - Advanced Passenger Information System 

APN - Apple Push Notification 

B2B - Business to Business 

CPT - Cross Platform Tool 

CRM - Customer Relations Management 

CRS - Computer Reservation System 

CSS - Cascade Style Sheet 

DCS - Distributed Control System 

ESTA - Electronic System for Travel Authorization 

FLIFO - Flight Info 

GCM - Google Cloud Messaging 

GDS - Global Distribution System 

HTML - Hyper Text Mark-up Language 

IATA - International Air Transport Association 

IDE - Integrated Development Environment 

IROP - Irregular operation 

IT - Information Technologies 

JSON - JavaScript Object Notation 

MVC - Model View Control 

PC - Personal Computer 

PDF - Portable Document Format 

PNR - Passenger Name Record 

QML - Query Modeling Language 

QR - Quick Response 

REGID - Device Registration Id 

RIA - Rich Internet Application 

SMS - Short Messages System 

SSR - Special Service Request 

UI - User Interface 
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1. Introduction 
 
 

Everyday millions of people are traveling on planes around the globe. For some of them, flight 

is not only a handy type of transport to reach remote locations, but also a stress cause. If a person 

feels nervous before a flight, just imagine how much of additional stress would mean when 

something goes wrong while on the ground just before the flight. For instance a flight ticket left at 

home. This scenario would mean long queuing at the airport check-in desk to get a new boarding 

pass, with the only one thought in mind of how not to miss the flight and get back home on time. 

Another situation which could lead to missed plane would be a schedule change. It is very 

important to let passenger know about alteration of his trip, so he could sort his trip without a rush. 

15below ltd is a company who are global leaders in travel communications market. Their 

vision is simple – make journeys easier and more enjoyable by giving our clients and their 

passengers a stronger sense of control [1]. Company is providing a platform which uses Global 

Distribution Systems (GDS) to retrieve flights and passengers details and uses them mainly to send 

notifications like itineraries, booking confirmations, schedule change notifications, flight status 

notifications etc. 15below main sending channels are Email, Short Message System (SMS), Voice, 

Fax and Print. Company credo is “Calm. Connected.”, but can you say “Connected” today, when 

mobile platforms are guiding the whole IT market and you don’t have a competitive product for 

mobile devices? 

Every time you want to download an application for your mobile devices you get a huge 

choice of options by the keyword you have entered. This gives an idea that the market of mobile 

applications could be stuffed with similar apps. So as a starting point it is necessary to make 

15below developed platform analysis to see what services it can offer already, so we could later 

decide how to use these services to create a competitive app. 

As I already mentioned 15below is retrieving details from GDS. GDS is like data cloud, so it 

is very important to do analysis on this data cloud as well, so we know what information we are 

dealing with. 

Having a view of services already provided by 15below and the data is not enough to start 

working on mobile application. Especially when platform has no send channel dedicated for mobile 

devices, expect for SMS, which is more for cell phones than mobile devices. Mobile devices are not 

only smart phones, but tablets as well. So the next target would be to prepare a scenario of mobile 

application integration into already existing platform. 
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When analysis is done on all parts involved in the process, it is the time to use the theory in 

practice. In the other words the last step would be to create a concept of the mobile application 

integrated into current 15below communications platform, which could offer as much services 

provided by current platform as possible. 

Finally the results must cover project’s expectations, to see what the effort would be to rollout 

this application to production. 
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2. Current platform analysis 
 

 

2.1 INTRODUCTION 
 

There are over 90000 commercial flights every day. This means there are millions of people 

traveling on planes every day. To get on board you need a ticket and it is a high chance that a ticket 

was generated and sent by 15below intelligent messaging platform called PASNGR. Retrieving 

flights and passengers details and itineraries sending is just one of many PASNGR functionalities. 

This target of this chapter is to review each of PASNGR modules and to make a decision which of 

them could be used in mobile devices. As the initial stage it is very important to decide whether any 

services of the current platform are possible in a mobile app. 

 

 

2.2 SERVICES 
 

15below business model is Business-to-Business (B2B), which means they are providing 

services for business. 15below customers are well known airlines and travel agencies (Figure 1). 

Customers are using the platform by their needs.  

Every customer is choosing modules from a total of 9 available, by its needs. This is because 

every customer has its own business model and internal processes. PASNGR is the platform that 

could reduce cost of doing business, by replacing human resources and automate lots of day to day 

tasks. 

So what are these modules? 

 

Disruption 

 

When you are about to take off, the last thing you want to happen is to get your flight 

cancelled or changed. However a storm, a volcano or just air traffic control strike can change your 

trip plans. In such cases communication is essential to avoid frustration and chaos taking control. 

15below technology platform integrates directly with any reservations system. It keeps an airline on 

top of the situation by keeping its’ customers informed and automating the extra tasks required to 

get everyone back on track.  

Using branded message templates an airline can inform travelers about schedule changes, 

cancellations or ad hoc disruption quickly and easily.  The customer can then chose to accept the 
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proposed changes from their phone or computer, or opt for a credit or refund (Figure 1).  These 

actions are automatically fed back into your reservations system so your staff can see exactly what 

is going on and focus their time contacting those they need to [2]. 

 

 

Figure 2. Schedule change acceptance website screenshot [1]. 

 

Disruption module key features: 

 Handles refunds, declines, credits and claims 

 Flexible schedule change and cancellation workflows 

 Manages and schedules reminder notifications 

 Automatically updates customer responses in an airline system 

 Supports multiple channels (Email, SMS, Push, Voice) 

 Integrates with CRMs and other systems 

 

The benefit for an airline: 

 Reduce inbound calls and avoid call centre throttling  

 Increase operational capability and customer reach 

 Improve inventory visibility 

 Give service that builds customer trust and loyalty 

 Reduce complaints 
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Flight and travel status 

 

An airline can create smoother journeys by giving their passengers, staff and subscribers 

reliable flight information that’s relevant to them. 15below Flight and Travel Status module 

integrates with airline FLIFO, reservations and other systems so they can send perfectly timed and  

accurate updates and reminders on boarding times, gate changes, cancellations or delays (Figure 2).   

An airline can set up templates, schedules and automated workflows to keep everyone up to 

date with minimum fuss, or use the module to contact people manually if you need to. By linking in 

to their content management system or third party feeds airlines can also add personalized content 

or targeted advertising to their messages.   

These kinds of notifications can improve everyone’s experience - helping an airline to keep 

their ground operations running like clockwork, their passengers calm, and their subscribers ready 

at the arrival gates [2].  

It is getting popular to hire drivers to meet up our guests or even us and we don’t want to get 

lost while abroad due to flight change. Do we? 

 

 

Figure 2. Flight status updates [2]. 
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Flight and travel status module key features: 

 Fully customizable workflows, business rules and events 

 Granular events control 

 Tailors alerts for travelers, subscribers and staff 

 Uses real-time event triggers 

 Uses airline FLIFO feed for accurate real-time movement data 

 Delivery via APP Push, Email, SMS and Voice 

 Supports vouchers, advertisements and travel advice 

 

The benefit for an airline: 

 Harmonize airline communications across all touch points 

 Reduce traveler and staff stress 

 Provide targeted and timely information 

 Optimize airline customers experience 

 Improve ground efficiency and on-time performance 

 

 

 
 
Queue manager 

 

On the reservation system PNRs are placed on queues. Usually different queue means 

different processing workflow, like sending different notification for the PNR, or PNRs those have 

accepted schedule change and those declined schedule change. 

Notification queues have never been so efficiently organized.  Queue Manager works behind 

the scenes to give airline a smooth new way of automatically sorting, filtering and categorizing your 

PNRs for simple and fast processing. It lets airline to highlight specific queues, create and automate 

complicated tasks that can take hours for airline staff to deal with manually.  

By interfacing directly with any reservation system, it can show airline at a glance which 

passengers have responded or acted on a notification and what they’ve done. It then feeds this back 

into airline reservation system, triggering changes in PNR data which can in turn trigger a change in 

queue or a new process, such as reissuing a ticket or responding to a Call Back request.   

Queue Manager is compatible with all our other 15below passenger notification modules [2]. 

 

 

 15



Queue manager module key features: 

 Sort, filter and categorize PNRs 

 Perform complex tasks such as re-accommodation, revalidation and reissues 

 Hold and schedule notifications sends 

 Automatically clean queues 

 Trigger actions with PNR data and changes 

 Setup and manage tasks with complex workflows 

 Full reporting capabilities 

 

The benefit for an airline: 

 Reduce manual handling, time and costs 

 Enhance queue visibility 

 Optimize operational efficiency 

 Support all other 15below passenger communications 

 

 

 

 

Pre-departure communications 

 

The main idea of this module is to remind, confirm and promote. Itinerary-based notifications 

with targeted advertising [Figure 3]. 

Delight airline passengers with all the practical journey information and the added extras they 

need to plan the perfect trip. There’s no simpler way of giving them peace-of-mind before their 

journey and driving up airline revenue at the same time.  

This module interfaces directly with airline reservation system, schedules and third party 

feeds. Airline can use it to improve their passengers’ travel experience before they even walk out 

their front doors.  

Details such the weather, public transport information or top attractions make it easier for 

them to decide on what to pack and book before they go, while special offers or real-time quotes 

from airline partners can be targeted according to details such as their class of travel, departure date 

or destination.  
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Figure 3. Travel reminder [2]. 
 
 

Pre-departure communications module key features: 

 Flight and other travel confirmations 

 Integrated travel advisories, weather reports and destination-specific information 

 Travel checklist – such as visa, insurance, baggage allowance 

 Targeted ancillary promotions (including availability) 

 Other content enrichment – including maps, social intelligence, traffic, entertainment. 

 Extreme personalization 
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The benefit for an airline: 

 Reduce inbound calls 

 Personalize and enhance airline customers experience 

 Up sell and increase revenue streams 

 Strengthen airline understanding and knowledge of their customers 

 

 
Itineraries, booking confirmations and receipts 

 

For many travelers, the itinerary, confirmation and receipts they get from airline are their first 

taste of the airline brand [Figure 4].  They’re the perfect opportunity to make a memorable first 

impression and offer to passengers personalized service and targeted ancillary products.  

This module interfaces with airline reservation and finance systems to automatically send 

practical booking information directly to your passengers via Email, SMS, App Push or print.  It is 

also possible to add iCal, PDF and Passbook attachments to deliver a seamless customer experience. 

No matter which format passenger chooses, it is possible to pull in content from other systems 

that is relevant to their destination or travel dates, including offers for airline ancillary products or 

those of airline partners. Each confirmation and receipt presents an airline with another opportunity 

to sell and impress. 

 

 18



 

Figure 4. Travel itinerary [2]. 
 

Itineraries, booking confirmations and receipts module key features: 

 Sophisticated business rules and fare calculations  

 Barcode support 

 Attachment support (including iCal and PDF) 

 Content enrichment – including baggage allowance, flight duration, maps, weather 

 Real-time ancillary partner integration 

 SMS confirmations 

 

The benefit for an airline: 

 Improve traveler experience 

 Generate additional revenue 

 Bring brand consistency across multiple systems and offices 

 Automate tax and legal obligations 
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Frequent flyer and loyalty 

 

Good long-distance relationships are built through communication. By interfacing with airline 

frequent flyer database, our Frequent Flyer and Loyalty module makes it simple for airline to send 

their customers personalized offers and information in the format they prefer [Figure 5].  

From the moment a person joins airline programme an airline can communicate in a way that 

is direct, personal and relevant to them. Airline can stay connected to them between journeys, and 

build reputation for great service even when they’re not travelling.  

Being a two-way system, the module also cuts down on the manual work airline team needs to 

do to maintain their loyalty programme database. It automatically updates airline customers’ 

subscription choices and cleans the database as it communicates [2].  

 

 

Figure 5. Special offer email [2]. 
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Frequent flyer and loyalty module key features: 

 Hosted or integrated with Frequent Traveler database 

 Preference-based notifications for travelers 

 Management of Frequent Flyer or loyalty program 

 Tier-based offers and invitation notifications 

 Dynamic real-time subscription management 

 List hygiene management 

 

The benefit for an airline: 

 Drive loyalty program sign-up and on-going customer engagement 

 Build brand loyalty with highly personalized service 

 Drive sales and revenue with targeted promotions 

 Clean and maintain database lists 

 

 

Special service handling 

 

Reduce manual handling and processing of travelers needing some extra attention, by 

automating all those ‘little’ things that take up time and resource. 

By interfacing with airline reservation system, this tool can help airline teams do much more 

with less effort - from gathering advance passenger information to communicating with groups or 

making sure lost baggage is reunited with its owner.   

Send updates or requests to a filtered list of passengers in a couple of clicks. Passengers’ 

replies or actions are automatically fed back into airline reservation system, triggering the next step 

in the process, meaning staff can quickly identify who needs to be contacted directly and focus their 

effort where it is needed [2]. 
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Figure 6. Ryanair EU261 Claim form screenshot [2]. 
 

Special service handling module key features: 

 Group travel processing 

 APIS, ESTA and secure flights 

 Unaccompanied minor documentation 

 EU261 expense applications [Figure 6] 

 SSR related workflows 

 Lost, delayed and damaged baggage 

 

The benefit for an airline: 

 Reduce manual processing and call centre volume 

 Manage airport queues 

 Optimize operational efficiency 

 Improve customer experience 
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Ticketing 

 

Convenience and speed are two things about instant tickets that customers love. By letting 

customers get their tickets on the move or in their homes airline reduce potential stress at the start of 

their journey and make life easier for airline staff too.  

15below Ticketing module integrates with airline bookings system and generates tickets in the 

format and language to suit airline customer, whether they’re on their phone, tablet or PC [Figure 

7].  

You can add targeted content to the tickets too, including anything from real-time hotel quotes 

for their destination, to special offers at cafés or kiosks along their route [2].  

 

 

Figure 7. E-Ticket on Smartphone [2]. 
 

Ticketing module key features: 

 Real-time ticket production 

 1D and 2D barcodes 

 Ancillary promotions 

 Third party content enrichment such as maps 

 Multiple channels – email, PDF, SMS and App delivery 
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The benefit for an airline: 

 Simplify back-office processes 

 Minimize manual intervention 

 Reduce queues at station 

 Enhance traveler experience 

 

Check in and boarding passes 

 

There’s no need for airline or passengers to live in dread of long airport queues.  With online 

check-in, and boarding passes that are sent straight to passenger’s mobile, computer or printer the 

start of a journey can be a smoother experience for everyone. 

15below automated check-in module interfaces with airline DCS and reservation system and 

can also hook into partner feeds, letting airline send their passengers both their boarding pass and 

personalized offers or useful information for their airport or destination [Figure 8].  

The system can also filter out passengers who aren’t eligible for online check in, automatically 

sending them the information they need for the start of their journey [2]. 
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Figure 8. Boarding pass [2]. 
 

 

Check in and boarding passes module key features: 

 Fully automated 

 IATA standard barcode support 

 Multi-channel support including PDF and Mobile boarding pass 

 Filter ineligible passengers (e.g. unaccompanied minor) 

 Content enrichment (e.g. maps, traffic and more) 

 Full business intelligence and reporting capabilities 

 

The benefit for an airline: 

 Reduce queues and minimize disruption 

 Enhance passenger experience and reduce stress 

 Improve ground operations and reduce costs 

 Increase ancillary revenue 
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All of these modules are used with current 15below platform communication channels – 

Email, SMS, Voice, Fax, Print and Push. 

 

 

2.3 COMMUNICATION CHANNELS 
 

15below current platform PASNGR supports most popular send channels across the world. 

However, some of them are more popular in one region and some of them are more popular in 

other. That is why it is important to support as many channels as possible to stay competitive in all 

regions. 

 

Email 

Email is the most common send channel. It is very flexible as using HTML it is possible to 

add images and styling to make a branded and nice looking email. Email also supports attachments, 

so it makes possible to add PDF, iCalendar, Passbook or any other attachment. 

However to receive an email it is necessary to have internet connection, so it might be 

expensive to use while traveling abroad, because of nicely formatted Email file size. As an extra 

come all images and attachments. Another downside of email is formatting support. Not all devices 

and readers support email formatting or supports only partially, making the email look broken. 

 

SMS 

This send channel is popular in East Asia and Pacific. It is simple, reliable and costs nothing 

to receive, what makes it to be a very good option while traveling abroad. 

However it is an expensive option for airline. Furthermore a single SMS is limited to 160 

characters, so the amount of text is very limited and to save the characters count abbreviations are 

used very frequently, what can lead to the SMS which is hard to understand. 

 

Voice 

Automated call, when a “robot” is calling you is the Voice channel. It is popular in the United 

States. It is also free to receive. Also interaction is available by pressing keys on request. 

The downside of this channel is cost of calls. Also, because the message is auto generated, it 

usually has no intonation. Finally the call is not saved anywhere after it is finished. This might be a 

problem when the message was not properly understood or there was a mobile network coverage 

problem and the voice was cracking. 
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Fax 

Companies, or sometimes individuals, might prefer to get their notifications printed by their 

fax machine. Fax also supports formatting, so it is possible to make notification look nicer. 

However usage of fax is being replaced by emails, so the number of users keeps reducing. 

Another problem is formatting. Fax usually prints notification in black and white, so colorful text or 

banners are not an option for this send channel. 

 

Print 

Some of airlines prefer to get every notification printed by their printer as an extra, for various 

purposes. PASNGR can have mapped any network printer, event from external network, and print a 

copy any notification. 

This send channel is used only by airlines themselves as it would be next to impossible to 

configure each passenger’s printer to receive and print a notification. 

 

Push 

Push notifications is an alternative of to SMS. It alerts the customer as soon as the notification 

is received on device. It can also contain payload data for preferred Smartphone application. 

The problem with this send channel it is using internet connection and is supported only by 

some of Smart phones and tablets. Furthermore the amount of payload data is limited, so it is 

recommended to serialize the data before sending and de-serialize after receiving, but de-serializing 

mean having an app which would support that. 

 

 

2.4 CASE STUDY 
 

It is already clear, that current 15below communications platform has 9 modules. As a case 

study, there will be analyzed only one of them. I have chosen to analyze the Disruption module. The 

reason of the choice is its popularity – almost every 15below customer is using it. This is not a 

surprise knowing that it helps to control major disruptions and save money on call center in the 

same time. 

Major disruptions usually are caused by extreme weather conditions. For example Hurricane 

Sandy resulted in a total of 20,254 flight cancellations in North America between October 27 and 

November 1, 2012, as well as a significant loss of revenue and profits for the major U.S. carriers 

[3]. The hurricane cost carriers huge amounts of money [Table 1]. 
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Airline 
Flights 

cancelled 
Lost revenue Lost profit Revenue/flight Profit/flight 

American 759 $65M N/A $85,000 N/A 

US Airways 1,454 N/A $20M N/A $14,000 

Delta 1,293 $75M $45M $58,000 $35,000 

United 2,149 $140M $35M $65,000 $16,000 

Table 1. The impact of Hurricane Sandy [3]. 

 

These figures could be different if passengers’ re-accommodation was handled not by call 

centers, but by automated platform. So how does the disruption module work? 

Lets say some irregular operation (IROP) has happened on the airline side. From that point all 

the process goes to 15below side [Figure 9]. 

 

 

Figure 9. 15below Disruption module workflow [2]. 

 

The very first step for 15below would be to retrieve affected bookings from GDS or other 

Reservation system. After retrieving bookings it needs updating them with the status back in GDS 

or Reservation system. Furthermore if bookings have to be placed on a different queue, Queue 

Manager Module must be used as well. The next step is bookings filtering. 15below communication 
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platform has filters such as flight date, flight number, language etc. Then it needs to choose the right 

notification template and send channel. After authorization notifications are sent to filtered 

recipients. In addition to this status update can be applied to the original booking in GDS or 

Reservation System with either success or failure. In case of failure, using Queue Manager, the 

booking can be placed on a different queue. 

The notification had a link to either Refund or Acceptance microsite, where customer could 

take necessary actions [Figure 10]. Those actions are fed back to GDS or Reservation System, so 

the airline could see it at take necessary further actions. 

 

     

Figure 10. Schedule change acceptance [2]. 

 

The status could also be seen in the 15below messaging platform user interface [Figure 11]. 

 

 

Figure 11. Booking status stored in PASNGR [2]. 
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2.5 RESULTS 
 

After current 15below platform PASNGR analysis is done, I can sum up which of modules 

could be replicated in 15below mobile application. 

As a core function I would suggest Ticketing, so the user could store his tickets on his mobile 

device and have them wherever he goes. In addition to this Disruption module could be integrated 

with ticket and provide any disruption information to the traveler promptly. Schedule change 

acceptance should go as a part of functionality, so the user could accept new flight with one button 

click. Also Survey module could be integrated as a part of post trip customer satisfaction feedback. 
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3. Reservation system analysis 
 
 

3.1 INTRODUCTION 

 

After current 15below platform analysis is done, I have fund that a crucial point for the 

system to work is data retrieve. The data always comes from third party feeds. In most cases the 

source is Global Distribution Systems as known as Reservation Systems. The goal of this chapter is 

to take a deeper look into one of GDS, to see how it works, what data it gives. This is very 

important step as it gives a view of what the platform can retrieve and what the product can come 

up from it as a result. 

There are a number of GDS available to choose from. However they have the same purpose 

and they all work in very similar way, so I decided to do analysis on only one GDS, which is a 

major one in the global market and is called Amadeus. 

 

 

3.2 GLOBAL DISTRIBUTION SYSTEMS 

 

Amadeus is a transaction processor for the global travel and tourism industry, providing 

transaction processing power and technology solutions to both travel providers (including full 

service carriers and low-cost airlines, hotels, rail operators, cruise and ferry operators, car rental 

companies and tour operators) and travel agencies (both online and offline). The company acts both 

as a worldwide network connecting travel providers and travel agencies through a processing 

platform for the distribution of travel products and services, and as a provider of a portfolio of IT 

solutions which automate certain mission - critical business processes, such as reservations, 

inventory management and operations for travel providers [Figure 12]. [4] 
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Figure 12. Schema of the main business areas of Amadeus SAS. [4] 

 

This figure gives a clear view of how GDS really works. Although this schema represents 

Amadeus business areas, it is very familiar to any other GDS. This figure also shows other fact 

about GDS – it centralized system. It might be fed and red by different parties. 

Travel agencies and websites, obviously airline websites, could be grouped together as they do 

very similar thing – place bookings into Reservation system. Now Departure Control System and 

Inventory System is the area where 15below acts with their products. For example Flight Status 

depends on Departure Control System feed and in the same time the product is a part of an Airline 

inventory. 

In 15below most of the data is about passengers and their itineraries, so I would rather focus 

more on this area. 

If you ever travelled on plane, you definitely must have seen a Booking Reference. It is a six 

characters long code, which contains only Latin letters or numbers. In travel industry this record is 

called Passenger Name Record (PNR). PNR is a record in the database of a Computer Reservation 

System (CRS) that contains the itinerary for a passenger, or a group of passengers travelling 

together. [4] 
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PNR is created when a passenger books an itinerary with airline website or travel agent. The 

newly created PNR is placed in CRS used by an airline or travel agent. This is typically one of the 

large Global Distribution Systems, such as Amadeus, Sabre, Worldspan or Galileo, but if the 

booking is made directly with an airline the PNR can also be in the database of the airline’s CRS. 

When portions of the travel are not provided by the holder of the Master PNR, then copies of 

the PNR information are sent to the CRSes of the airlines that will be providing transportation. 

These CRSes will open copies of the original PNR in their own database to manage the portion of 

the itinerary for which they are responsible. [4] 

The main problem with PNR – it is not unique. IT is even not unique within same airline. Of 

course it is very low chance to get the same PNR reference at the same time, having in mind how 

many combinations it is possible to get, but the fact still exists. To be more accurate, sometimes a 

combination of PNR and other detail, such as origin, destination, flight date, passenger last name or 

something else is used. This helps to reduce the chance of wrong itinerary to be retrieved. 

Another problem is the way information is stored – displayed. In general it is a free text 

information [Figure 13]. On the other hand it is structured as a text and knowing which bit 

represents which data it is possible to parse the information into computer readable format, like 

XML or something else. The reason behind that is GDS systems date back to 1960, when 

computers were rarely used for data manipulations and all stored info was structured enough for 

reading by human. Also every GDS might have a different format and different identifiers, what 

will result a different parser per GDS. 

 

 

Figure 13. Amadeus PNR example. [6] 
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Most airlines typically parse data from the PNR into separate files to populate operational and 

analytical data marts based on departmental needs. For example, revenue management receives the 

number of bookings per flight, revenue accounting receives ticketing data and frequent flyer 

receives flown data at the segment level, and so on. [5] This is also a point of interest of 15below. 

 

3.3 CASE STUDY 

 

Customer needs are endless. They always want more, but often they are not getting what they 

want. The main thing which decides if customers will take what they want is how easy they can get 

it. This is a key factor for economy to spin around. If you want to stay in the business, you must be 

as dynamic as customer’s needs are, or even more. That’s why offering a narrow choice of services 

is dangerous. Customers often want not just a flight, but they want to get the whole package – 

flight, hotel, car, etc – in one go. If an airline won’t sell the package, there will be something else 

that will do and even possibly will do this cheaper. This became a real challenge in recent years. 

This has forced airlines to cut costs and look for new revenue streams in order to stay in business. In 

the midst of this transformation, ancillary revenues have come into the spotlight, giving airlines the 

motivation and justification to adapt their business model and adopt cross-sell strategies. [7] 

Australia’s Qantas Airways are one of the pioneers in integrating cross-sell technology into 

their online sales strategy, implementing their first third-party supplier four years ago. A user of 

Amadeus’ e-commerce solutions since 2000, Qantas’ website development is supported by 

Amadeus from a dedicated competency centre in Amadeus’ Product and Development base in 

Sophia Antipolis, France. [7] 

Back in 2007, prior to the crippling impact the global financial crisis would have on air travel, 

Qantas was already looking for new ways to expand their e-commerce offering, so they would stay 

competitive and increase their revenue. With the travel industry ‘buzzing’ about the ancillary 

phenomenon, Qantas’ General Manager Direct Channels, John Lonergan, recognised there had to 

be huge potential in securing untapped revenues from the sale of third-party travel services, 

especially from their substantial client base of high-yield, frequent flyers. In addition, the positive 

knock-on effect of enhanced customer satisfaction levels and improved web retention was a major 

attraction. [7] However, starting to do something new always has a price. In Qantas case it was all 

about solving few very important things: 

 Identify new revenue sources to complement existing online flight booking engine. 

 Deliver a full-service travel site, to offer customers an improved and more complete 

shopping experience. 
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 Source an IT partner that could offer fully integrated, flexible and multi-touch point 

technology, without compromising flight sales. 

 Have the right technology in place to be able to focus on the commercial relationship 

with 3rd party providers. 

 

Whilst there were many service providers in the market who offer integration of third-party 

content into airline booking engines, Qantas weren’t looking for a middle man technically or 

commercially. It was more about improving what they were using already. 

Given the existing commercial relationship that Qantas had with QBE Travel Insurance via 

the Qantas Frequent Flyer programme, it made sense to first incorporate travel insurance into the 

online sales path. Previously, Qantas had offered QBE services via a separate transaction, however 

it was considered that full integration within the booking engine would help maximise sales 

opportunities, and ensure more customers were travelling with valid insurance policies. 

Although QBE was not an existing insurance provider in Amadeus, at Qantas’ request QBE 

and Amadeus worked together to make QBE content accessible via the Amadeus GDS. The 

subsequent integration into the Qantas booking engine proved to be a speedy and straightforward 

process for the airline. Furthermore, Amadeus provided a valuable point of sale for QBE, who 

additionally benefited from the subsequent growth in Qantas insurance policy sales. 

Customers are offered a selection of insurance policies during various stages in the booking 

process, either whilst they are buying their air ticket in the purchasing page, or when retrieving their 

booking in the servicing page. Passenger data is pre-filled from existing passenger name record 

(PNR) information, and policies are automatically priced, facilitating a quick and easy purchasing 

process. The success of the insurance implementation was immediate, with Qantas seeing a return 

on investment one month after launch, and conversion rates of up to 8% on air tickets purchased, 

compared to 4.6% average achieved by all airlines. 

Following on from the successful integration of travel insurance, in 2008 Qantas implemented 

Amadeus Cars in two formats: as a stand-alone booking solution (where a car rental booking is 

made independently from the air booking) on the airline’s home page, and as a cross-sell solution 

(where the car booking is added to the same passenger record as the air booking) in the air 

confirmation page [Figure 14]. There are over 30+ car providers that are seamlessly connected to 

the Amadeus system including Qantas’ four preferred ones that use a ‘payment on pick-up’ model. 

As a result, it was a very straightforward process for Amadeus to customise Qantas’ website, 

activate their preferred car suppliers and negotiated rates, in order for Qantas to begin selling car 

rental to their customers. [7] 
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Figure 14. Option to choose a car. [7] 

 

In June 2010, Qantas became the launch partner for Amadeus Shopping Basket. With this new 

solution, cars can now be booked on the air passenger page, and customers can add or remove car 

and insurance bookings to or from their unique shopping cart. Upon completion of the booked trip, 

users can see the total trip amount and can make the full payment in one transaction. With 

dynamically-priced cross-sell teasers, and a faster, more user-friendly purchasing process, the 

shopping basket solution contributed to an impressive increase in Qantas’ ancillary revenues of 

approximately 400% in cars, and 100% in travel insurance. 

By leveraging technology, in a very short time-frame, Qantas has been able to diversify their 

online sales strategy and include third party travel services without compromising their core 

business of flight sales. [7] This shows another huge benefit of GDS – ease of adapting new features 

and expanding services. 
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3.4 RESULTS 
 

After doing analysis on what is GDS and how it works, I made an assumption on pros and 

cons. The good things are centralized system, no need to interact with airlines and airports directly, 

structured data which can be parsed in a format you need. The bad thing all GDSes have their own 

data format and usually it is not so easy to parse it as systems were made for human reading instead 

of machine reading. 

Another huge plus was uncovered in Case Study of Qantas 3rd party services. This showed 

that GDS can not only be used for flight data, but also using flight data generate new services and 

help to build up new products. This gives an opportunity to offer more for customers and increase 

the revenue at the same time. 
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4. Mobile application integration analysis 
 

4.1 INTRODUCTION 
 

After current 15below platform and its key component GDS analysis are done it is time to 

look further to creating 15below mobile app. In this chapter the main thing is to prepare the mobile 

app integration into current 15below platform scenario. From previous chapters I already know that 

of the list of 15below current platform modules, I want to use the following: Ticketing, Disruption 

and Survey. In addition to this it is important to have a look into PASNGR technical side, what 

would be API in particular and tools to be used for creating the app concept. 

 

 

4.2 REQUIREMENTS OVERVIEW 
 

I already mentioned in the introduction the modules to be integrated with the mobile app. Now 

it is the time to list requirements in detail. 

 

Ticketing 

Ticket should be the key component of the app. The user should be able to import his ticket 

into his app. The app must be a multitenant app allowing storing flights from different carriers in 

one place. This is very important, because lots of airlines already have their mobile apps allowing 

storing tickets. The main problem with single tenant app is the need to have an app per airline. If 

you are a frequent traveler and often flying a different airline, having lots of apps may not only 

occupy loads of internal device memory, but also to be confusing as your tickets will be all over the 

places. You can’t call it user friendly. Furthermore, in order to use airline app, you frequently must 

create an account on their website. The problem with this is not only remembering a list of login 

credentials, but the registration might be a problem for those less computer literate. So in my app I 

must avoid registrations as well. 

Tickets must be downloaded from PASNGR using API and stored into device internal 

memory, for offline access. In addition to this, on the main screen there should be a list of tickets in 

chronological order (the soonest flight first). Every flight in a list must have a short description 

including carrier, departure and arrival airports, departure date and time. There must be a way of 

removing and adding new itineraries to the list. On itinerary click, the ticket must open. 

The ticket itself must have a carrier logo, to make it more branded, booking reference (PNR), 

flight number, departure and arrival airport, departure and arrival date and time and most 
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importantly – barcode. Barcode must be in an airline preferred format, so it would be possible to 

scan it at the departure gate. 

 

Disruption 

Mobile device and communication are two things tied together. When there is a disruption, the 

passenger must be informed as soon as possible. The app must receive schedule changes 

automatically and must warn the owner even in lock screen. Stay connected while a disruption 

happens is very important. Furthermore all the flight details should be updated when notification is 

hit. 

If a flight details were changed it must be reflected in itineraries list view, so the user could 

easily see that there is something new about this flight and he would open it to see what is inside. If 

schedule was changed, user must be able to confirm his new flight in app. Within the flight details 

there must be a button which would allow for passenger to confirm his flight and the choice must be 

fed back into PASNGR. After accepting the schedule change, the itinerary must look as any other 

itinerary. 

 

Survey 

There is only one reliable way to improve services – by listening to your customers. Survey is 

the most common way of finding out what do customers think of your services. Only one thing, the 

usual Questions and Answers approach will not work on mobile devices as there are people who do 

not like to type using on screen keyboard. These customers will skip the survey even if they will 

have something to say. Rating 1-5 would work perfectly in this situation, having in mind mobile 

device screen size. Having the right amount of questions customer could fill it in no time. 

Questions must be retrieved from PASNGR. They might be different per flight or per 

customer. Results should be sent back to PASNGR. 

 

Supported platforms 

There is a number of mobile OS available on the market. However when launching an app, 

obviously the main target is offer the product for as big part of market as possible. Looking at the 

usage statics [Figure 15], we can clearly see the domination of iOS and Android. 
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Figure 15. Mobile operating system browsing statistics on Net Applications (February 2014) 

[8] 

 

Of course the rest OS developers, who only have a very small part of market, still have 

millions of users and potential customers, so it would be useful to provide a product for them to use 

as well. Initially the app should work on iOS and Android devices. 

 

 

4.3 COMPONENTS OVERVIEW 
 

From the first look, there are only two components involved – PASNGR and mobile device. 

However 15below app should have an extended functionality. To cover this functionality multiple 

PASNGR modules are necessary. In addition to this, multiple platforms will be used to develop an 

app on. A basic model of components is displayed below [Figure 16]. 

 

PASNGR Mobile platform 

Ticketing Android 

API 
Disruption iOS 

Survey 

 

Figure 16. Basic components diagram 

 

As we can see there are two groups of components. There is one essential difference in these 

groups – mobile platforms are connected directly, while PASNGR modules are accessed over API 

only. 
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Looking into each component detail, the best way of doing this would be describing attributes 

and functions they do so later on, we would be able to build a business model to see what the 

workflow scenarios would look like. 

Starting with Ticketing [Figure 17]. Passenger expects to see all his flight information. This 

doesn’t mean only flight info should be retrieved. As already noted, itinerary will be retrieved using 

PNR, passenger last name and flight carrier code combination. This obviously suggests that three 

types of information will be involved in the process. At first we are getting tripInfo for the PNR, 

then we need associated passengerInfo and his flightInfo. Furthermore, as already mentioned, these 

details will be retrieved by the app on mobile device, so retrieveTicket function must be available. 

In addition to this mobile device must be able to send data back to PASNGR, so function 

updateFlight is also necessary. When app retrieves a trip it must send back device REGID, so 

PASNGR would know who to send a push notification if necessary. This function will be used by 

other modules as well so the reasons will be covered later. 

 

Ticketing 
 
tripInfo 
passengerInfo 
flightInfo 
 
retrieveTicket() 
updateFlight() 

 

Figure 17. Ticketing module data and functions. 

 

Next component is Disruption [Figure 18]. In case of disruption, updated flight details have to 

be retrieved, so flightInfo stands here as well. The process consists of three functions. The first one 

triggerPushNotification is in PASNGR side. If flight is changed, PASNGR sends a push notification 

to device by REGID associated with the flight. When device receives push notification from 

PASNGR it automatically should update the flight, so the function retrieveFlightInfo steps in. In 

case passenger is happy with his flight change it must let airline know, by accepting schedule 

change. The function acceptScheduleChange is related to updateFlight from Ticketing module, as it 

updates flight information in the PASNGR with a schedule change accepted flag. 
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Disruption 
 
flightInfo 
 
triggerPushNotification() 
retrieveFlightInfo() 
acceptScheduleChange() 

 

Figure 18. Disruption module data and functions. 

 

The last component in PASNGR group is Survey Module [Figure 19]. Survey only contains 

questions, so this is the only data it uses. It should retrieve questions using retrieveQuestions 

function. Obviously after filling in all the answers, they should be sent back to PASNGR. This is 

where submitAnswers function is used. This function is related to updateFlight function as survey is 

per flight and after filling in the answers, flight must be updated with survey completed flag, so the 

passenger won’t be asked to answer it again. 

 

 

Survey 
 
questions 
 
retrieveQuestions() 
submitAnswers() 

Figure 19. Survey data and functions. 

 

It is worth to mention PASNGR API. It is multitenant API, so any flight could be retrieved 

using the same API endpoint, what makes easier to implement API access. Also PASNGR API 

gives JSON object. 

Both mobile platforms must have exactly the same functionality so it is not worth to specify 

data and functions for each of them. It is enough to specify only one, for Mobile platform in general 

[Figure 20]. 
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Mobile platform 
 
tripInfo 
passengerInfo 
flightInfo 
questions 
answers 
 
displayAddItineraryForm() 
storeItinerary() 
displayIntinerariesList() 
displayItineraryInfo() 
displaySurveyQuestions() 
receivePushNotification() 
updateFlightDetails() 
acceptScheduleChange() 
removeItinerary() 

 

Figure 20. Mobile platform data and functions. 

 

Obviously Mobile platform uses the data provided by different PASNGR modules and 

interacts with their functions, but is done using internal functionality. 

It all begins with displayAddItineraryForm. On submit it calls retrieveTicket to retrieve all the 

details and then storeItinerary places them in internal device storage. When some itineraries are 

stored, displayItineraryList is able to display them in a list. On opening any of them, 

displayItineraryList steps in. Depending on scenario accept schedule change or survey buttons 

might appear. They would call functions acceptScheduleChange and displaySurveyQuestions. 

Function acceptScheduleChange would trigger Disruption function with the same name. Function 

displaySurveyQuestions would display survey questions available for that flight. After filling the 

survey submitAnswers function from Survey module would be triggered with the answers. 

In case of schedule change Disruption module would send a push notification and 

receivePushNotification function would catch it and use updateFlightDetails function to update 

flight in device memory. 

After flight is expired, or no longer need to be stored, function removeItinerary to be used to 

removed the flight. 
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4.4 TOOLS 
 

After requirements and components analysis is done it is quite clear on what has to be 

implemented. Basically the only one decision is left – to choose the right tools for the 

implementation. If wrong tools are chosen, the solution might be critical to the whole product and 

even affect other 15below products. For example if the product requires lots of support, then it will 

be expensive to maintain. Furthermore if none of current 15below employees are used to the chosen 

tools, then it would require hiring new employees what also would be costly. Not going into 

finances as this is not a job of an Analyst Developer, let’s do a consideration of available tools and 

choose the best for the current 15below environment. 

 

Platforms 

 

As already discovered, most of mobile devices either Android or iOS platform. Neither of 

them is used in 15below at the moment. The most commonly programming language used in 

15below is C# for backend and HTML, JavaScript and CSS for frontend. So what are these two 

platforms? 

Android is an operating system based on the Linux kernel, and designed primarily for touch 

screen mobile devices such as smart phones and tablet computers [Figure 21] [9]. Android is an OS 

developed by Google.  

 

 

Figure 21. Android 4.4.2 home screen [9] 
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From developers’ point of view Androids’ core is written in C, while for frontend C++ and 

JAVA are used. These programming languages have similarities to C#, but they are not the same 

and a difference is big enough to affect a quality of possible product. 

iOS (previously iPhone OS) is a mobile operating system developed by Apple Inc. and 

distributed exclusively for Apple hardware [Figure 22] [10]. 

 

 

Figure 22. The iPhone home screen in iOS 7.1 [10] 

 

This mobile OS uses C, C++, Objective-C. There are even less Objective-C developers than 

those who develop in JAVA, so it would be even more expensive to hire one as these languages are 

also quite different form what 15below is using. Furthermore software could be developed only 

using Apple software and using only Apple hardware. Also iOS developer license is necessary for 

developer, which is also paid. This means developing the app specifically for iOS would be very 

expensive. 
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Most important thing is we are looking at cross platform solution in order to attract as many 

users as possible. This would lead to double development as Android app wouldn’t work on iOS 

device and iOS app wouldn’t work on Android device. 

Looks like the idea of solution which would make apps work on all platforms would be worth 

a million. Apparently it is too late, there are already cross platform solutions in the market. 

According to Developer Economics Q1 2013 report (published in November 2013) top 5 cross-

platform tools (CPTs) are PhoneGap, Appcelerator, Adobe AIR, Sencha and Qt [Figure 23]. 

 

 

Figure 23. Cross-platform tools. [11] 

 

From the chart above, we can see the domination of PhoneGap. Also there are noted reasons 

for choosing CPTs. Most of users choose CPTs rather than native solutions like a separate solution 

per platform, just because availability across platforms and development speed. These two things 

are very dependant one to another. It is very obvious that an app could be published much faster 

preparing only one solution for all the platforms rather than a solution per platform. 
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Of course there are cons in choosing to use CPTs. In my opinion, which matches the chart, the 

biggest problem is low performance level. For example if you want to make an app which would 

have lots of internal processes or high quality graphics like 3D games, CPTs would not be an option 

as in this case the best would be to use tools recommended by platform developers. 

There is one more important thing in the chart – HTML. Usually UI side is developed in 

HTML, which is probably one of the best known computer languages in the world. 

The next question would be which cross-platform tool to choose and this would require taking 

a deeper analysis on each of them. 

Apache Cordova (known by many as PhoneGap) holds the top slot in developer mindshare. 

Cordova/PhoneGap developers write their mobile applications using HTML, JavaScript and CSS. 

These assets run in a WebView inside a native application container on the target platform. It is, 

conceptually, a web application packaged within a native application container where your 

JavaScript has access to device-level APIs that normal web applications would not. [11] 

The good things about PhoneGap, that users are developing in JavaScript, HTML and CSS. 

Furthermore it is compiled and installed like a native app and is modular – easy to add or remove 

modules, giving an access to various device features. Also it is absolutely free to use. The downside 

is its performance. If you are developing a large app, you must be a good web developer, so you 

could optimize it. 

Appcelerator’s Titanium provides a unified (across devices) JavaScript API, coupled with 

native-platform-specific features. Developers write JavaScript and utilize a UI abstraction (the 

Alloy MVC framework) that results in the use of native UI components, greatly aiding UI 

performance compared to other hybrid options. [11] 

The pros of Appcelerator are usage of JavaScript to develop and use of native UI components 

what will improve the performance. However native UI component is also a con as developer must 

be trained to use them for each platform. 

Adobe AIR is “a cross-operating-system runtime that lets developers combine HTML, 

JavaScript, Adobe Flash® and Flex technologies, and ActionScript® to deploy rich Internet 

applications (RIAs) on a broad range of devices including desktop computers, netbooks, tablets, 

smartphones, and TVs.” The problem with that description is that you cannot use HTML & 

JavaScript to write Adobe AIR applications for mobile applications (Flash/ActionScript skills need 

only apply). 

Adobe AIR is good for better animations and those users who have experience working with 

Adobe Flash using ActionScript. However the fact that Adobe purchased Nitobi (and the rights to 

the PhoneGap name), clearly signaling to many that AIR may not be a long term strategy for mobile 

development. 
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Sencha Touch is an HTML5 mobile application framework for building web applications that 

look and feel like native applications. Apps built with Sencha Touch can be used with Apache 

Cordova/PhoneGap or Sencha’s native packager – either which will package the application in a 

native container and enable access to select device-level APIs unavailable to traditional web apps. 

[11] 

Sencha has a list of products made for mobile apps development, from Architecture tools to 

IDE such as Eclipse plug-ins, those should make development easier. However Sencha is compiling 

apps via PhoneGap if you use PhoneGap plug-ins, so the user would need to know both of those 

platforms. 

Qt (“Cute”) is a cross-platform development tool that targets a number of embedded, desktop 

and mobile platforms. Developers write using “QML“, touted as a “CSS & JavaScript like 

language”, and apps are backed with an extensive set of C++ libraries, and utilize graphics/UI 

components written in C++. [11]  

The main advantage of Qt it has it own IDE tooling (Qt Creator IDE & Qt Designer) appear to 

be solid development tools, and code profiling is available in QML Profiler. However it is paid 

software. 

All things considered PhoneGap looks like the best solution for our app. The reason behind 

this is JavaScript, HTML and CSS used for development. These are languages well known for any 

front end developer. Furthermore any developer in 15below knows how to use these languages and 

anyone can choose his preferred IDE. This would mean an easy start. Also PASNGR API is based 

on JSON so JavaScript is a perfect match for parsing data. Of course in analysis was a concern 

about performance, but 15below mobile app, with required functionality, will be too small so it 

would have performance issues. 

 

Notifications Delivery 

 

In case of an event like schedule change, the user must be notified. Also notification must 

include some payload data, which would be used for getting new details. As a solution Android is 

using Google Cloud Messaging (GCM) service while iOS uses Push Notifications. In theory they 

are very similar, however they are platform dependant, so there are no cross platform solutions here. 

The good thing though is PhoneGap supports both of them, so once device receives a message, the 

app built on PhoneGap can be triggered and access the payload data. 

Google Cloud Messaging for Android (GCM) is a service that allows you to send data from 

your server to your users' Android-powered device, and also to receive messages from devices on 

the same connection. The GCM service handles all aspects of queueing of messages and delivery to 
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the target Android application running on the target device. GCM is completely free no matter how 

big your messaging needs are, and there are no quotas. [12] 

GCM message is able to transfer up to 4kB of data in JSON format. In order to get the 

message, the app must have Google API project ID and device registration ID. Device registration 

ID has to be sent to PASNGR API, as in case of event PASNGR would know which device to send 

the notification to. 

Register 
Hosted API 

 

Figure 24. Google Cloud Messaging service workflow. 

 

As per Figure 24 an Android Device must register to Hosted API, in our case PASNGR, and 

GCM. This has to be done in order for PASNGR and GCM to know to which device send the 

message. Additionally unregister can be performed with GCM in case of application removal from 

the device. When the Hosted API has the Registration ID of the device it can publish a message on 

GCM. GCM having Registration ID of the device and Project ID of the app, can send the 

notification to the targeted app on the targeted device. 

Apple Push Notification service (APNs) propagates push notifications to devices having 

applications registered to receive those notifications. Each device establishes an accredited and 

encrypted IP connection with the service and receives notifications over this persistent connection. 

Providers connect with APNs through a persistent and secure channel while monitoring incoming 

data intended for their client applications. When new data for an application arrives, the provider 

prepares and sends a notification through the channel to APNs, which pushes the notification to the 

target device. [14] 

APNs has a more complicated way of registering device and sending notifications, so it is split 

into two workflows. 

Android 
device 

GCM 

Register, Unregister Publish 

Send 
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Figure 25. Registering a device on APNs. [14] 

 

As shown in Figure 25, the device at first connects to APNs to get a deviceToken. Then the 

deviceToken is given for an installed app to use it. The app then will register its token with the 

provider, what is in our case PASNGR.  

 

 

Figure 26. Sending a message through APNs. [14] 

 

Figure 26 represents notification sending to the iOS device. This workflow is quite basic. 

When the provider has the deviceToken it just publishes the message on APNs using it. Then APNs 

sends it to the device and device itself to the app. This part is almost the same as used by GCM 

send. 
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4.5 BUSINESS PROCESS MODEL 
 

In order to get the better idea how the app should work it is always highly recommended to 

have a business process model. It would represent the sequence of business processes inside the 

app. My business process model represents the full functionality of 15below mobile app [Figure 

27]. 

 

Figure 27. 15below mobile app functionality business process model. 
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The process begins with user opening the app. There are two ways of doing this. First one in 

case user is alerted by received push notification and the second one when user wants it. When app 

is opened, internal decision takes action. If push notification was received, it means there is an 

update for stored itinerary. In this case internal process Update itinerary [Figure 28] is triggered. 

 

 

Figure 28. Internal process Update itinerary. 

 

Firstly a request to PASNGR API is sent. Then a response is received. If itinerary was found 

then the details are stored in the device’s internal storage. 

Looking back into the main model, we can see that the next step merges few workflows. One 

of branches contains the flow, when the user opens the app on his choice and not after receiving 

push notification. Going further we see internal task Load itineraries. This task basically loads the 

itineraries from the internal storage and then proceeds to the task which does the display of pre-

loaded itineraries. Then we can see a list of actions those represents the functionality of current UI 

view. The user can add, remove or view itineraries of his choice. If add itinerary is chosen Add 

itinerary form opens. Then the user enters details and workflow proceeds to the internal process I 

have already analyzed – Update itinerary. If Remove itinerary is chosen, then the workflow 

proceeds to the internal process called Remove itinerary [Figure 29].  
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Figure 29. Internal process Remove itinerary. 

 

Internal process Remove itinerary is quite simple. It contains only of two internal tasks. First 

one does the remove of itinerary from internal storage and the second one refreshes the view of 

itineraries, so the removed one would be no longer displayed. 

In the decisions choice in the main model the third option was Open itinerary. This choice 

opens a single itinerary view, by loading the details for chosen itinerary and displaying them. In 

case itinerary is expired, the flight is in past, the user is offered to give a feedback on his flight 

experience. If user wants to give a feedback, he can open Feedback form. Submitting feedback goes 

to yet another internal process [Figure 30]. 

 

 

Figure 30. Internal process Submit feedback. 

 

Feedback has to be sent as a request to PASNGR API. Once feedback is sent the flight must 

be updated in the internal storage, so it won’t offer to do this twice. After that itinerary view is 

refreshed. 
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Looking back again to the main model, there is an internal decision if itinerary was updated 

because of schedule change. If yes, then the user must accept his schedule change in order for 

airline to know, that the passenger is happy with his recommendation. So the workflow proceeds to 

internal task called Accept schedule change [Figure 31]. 

 

 

 

Figure 31. Internal process Accept schedule change. 

 

Firstly the request is made to PASNGR API. Then the itinerary is updated in the internal 

device memory, in order not to display schedule change notification for the user. After details are 

updated, the itinerary view is refreshed. 

In the main model, finally user can go back to where he started – the list of his itineraries or 

close the app. 

 

4.6 RESULTS 
 

In the beginning of this chapter, requirements for the 15below mobile app were analyzed. The 

required functionality includes flight tickets storing with ability to display barcode and store offline, 

schedule change notifications and acceptances handling, passenger feedback, Android and iOS 

support. In addition to this those two platforms analysis was done, considering them to be most 

popular in the mobile apps market. As some required functionality requires messaging, messages 

delivery processes were overviewed. In the result they were considered to be different per platform. 

Furthermore for implementing the app Adobe Phonegap was chosen. The reason behind that is 

programming languages used – JavaScript, HTML5 and CSS. These languages were found as the 

best choice for current 15below developers to use. Finally, as everything has to be integrated with 

current 15below platform, a business process model has been modeled to show how the app will 

work and communicate with PASNGR API. 
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5. Mobile application prototype 
 

5.1 INTRODUCTION 
 

The final and probably the most important part of this dissertation is creating the concept. 

There were already done analysis on PASNGR components, GDS, requirements, integration and 

tools. Now it is the time to join them together in a mobile app that would work on iOS and Android 

powered devices. In this chapter there will be highlighted tools used to create the app and 

screenshots covering required functionality. 

 

5.2 SOLUTION 
 

In previous chapter it was found that the best would be to use Adobe Phonegap for creating 

the app. It is good because all code is written in JavaScript, HTML and CSS. Also for developing in 

JavaScript you choose your favorite IDE as most of IDEs support JavaScript. Another good reason 

is – single code base for all platforms. Phonegap also has free plug-ins, those let us easily extend 

functionality of an app. In my case I am using PushPlugin as my app must support Push 

Notifications. Using already prepared plug-in for that lets me to avoid extra coding. 
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Figure 32. Visualization of Adobe Phonegap [14]. 

 

However along with the source code and graphical images it still needs to add some 

configuration. The good thing there is not much of it and it is very obvious for any developer. When 

all of this is ready, it needs to be zipped and uploaded to the build.phonegap.com website, which 

compiles the source code into an app and gives back a QR code, so we could scan it and get the app 

installed on the preferred device [Figure 33]. 

 

 56



 

Figure 33. Adobe Phonegap build main screen. 

 

It is now obvious from the figure above, that I named the app as Flight attendant. Also as I 

mentioned, scanning the given QR code with iOS or Android device installs the app on it [Figure 

34]. 
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Figure 34. Flight attendant app installed on iOS 7 and Android 4.2 devices. 

 

Once the app is installed, it holds no data and if the app is opened it looks pretty much empty 

[Figure 35]. The plus sign means “Add itinerary to the list” and the pencil sign means “Edit 

itineraries list”. Obviously if any is saved on the device. 
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Figure 35. The main app screen. 

 

As I mentioned the plus sign will let user to add an itinerary, so if this button will be hit, add 

itinerary form will open [Figure 35]. 
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Figure 36. Add itinerary form. 

 

While doing analysis I have found that itinerary key must contain Airline code, Booking 

Reference and lead passenger last name. This is because booking reference is not unique not only 

per GDS, but even per airline. Furthermore it is very obvious that the rest of two details are not 

unique either. This is why we need to fill them in. 

Once the correct details are filled in and confirm button is hit, there is a web service call made 

to PASNGR API and JSON response containing itinerary info is returned back to the app. The 

details are saved internally for ability to use them offline. In addition to this a list of flights those 

were associated to the itinerary are now visible in the main screen [Figure 37]. 
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Figure 37. List of itineraries. 

 

At this point, if the pencil sign will be hit, the red x will appear on each flight [Figure 38]. 

This will give an option to remove the flight from the phone in case you no longer need it. For 

example your flight is expired. Hitting the red x will remove the flight from the device only. It does 

not do any call to API to remove the flight from server. 
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Figure 38. Option to remove a flight. 

 

On one of the flights there is an exclamation mark visible. Obviously it means a notice which 

could be find inside. In order to open the flight user has to hit on it and user will be taken to the 

view itinerary window. Say we hit the second one for now, which has no message inside, so we can 

see the flight e-ticket with basic flight information and a barcode which could be scanned at the 

airport [Figure 39]. The carrier logo is displayed per carrier, to add some branding to the e-ticket. 
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Figure 39. E-ticket stored on Flight attendant mobile app. 

 

If we think about the main screen again, there was a flight with a message. If we open that 

flight it will display some extra information [Figure 40]. 

 

  

Figure 40. Different types of notice inside a flight. 
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As we can see there could be three types of different notices: 

 Expired flight notice; 

 Expired flight notice with an offer to rate the flight; 

 Schedule change notice; 

 

Expired Flight notice appears when the flight was in past. Usually the message appears along 

with “Rate this flight experience” button. If this button is hit, user is taken to rate flight experience 

view [Figure 41]. 

 

 

Figure 41. Rating flight experience. 

 

Users might not want to write long reviews using on screen keyboard, so using the star rating 

for short questions could be very effective way to listen to customers. The questions are created per 

airline and they are retrieved at the same time itinerary is retrieved. Once all stars are given and 

submit button is hit, web service call sends the results back to PASNGR API and the blue button 

disappears form the flight view. 

The notification for schedule change appears when there is a schedule change for the flight. 

User gets notified by a push notification [Figure 42] and the stored flight details are changed. 
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Figure 42. Schedule change notification received on iOS and Android device. 

 

Hitting the notification for schedule change text (Figure 41) will result a call to PASNGR API 

to accept schedule change and let an airline to know that passenger is happy about his new flight. 

Alternatively passenger will know that there is a schedule change and he needs to contact the airline 

to check other options. 

 

5.3 RESULTS 
 

As a result I have created a mobile app for iOS and Android devices which is able to retrieve 

itineraries and store them for offline use. The itineraries contain barcode, to be able to scan it at 

airport and use as an e-ticket. In addition to this the app supports schedule change notification via 

push notifications services and rating post flight experience. These are all requirements listed in 

previous chapters and they now are fully implemented. The most importantly the app is integrated 

with current 15below platform PASNGR. At the end we have an app which requires no 

registrations, meaning no remembering of passwords and with simple user interface it is relatively 

easy to use even for those non computer literate. 
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6. Final results 
 

As a first thing in the project 15below platform PASNGR analysis was done to decide which 

of modules could be replicated in 15below mobile application. There was made a decision as a core 

function to use Ticketing, so the user could store his tickets on his mobile device and have them 

wherever he goes. In addition to this Disruption module could be integrated with ticket and provide 

any disruption information to the traveler promptly. Schedule change acceptance should go as a part 

of functionality, so the user could accept new flight with one button click. Also Survey module 

could be integrated as a part of post trip customer satisfaction feedback. 

To decide what data and workflows stand behind PASNGR analysis on GDS was done 

assuming pros and cons. The good things are centralized system, no need to interact with airlines 

and airports directly, structured data which can be parsed in a format you need. The bad thing all 

GDSes have their own data format and usually it is not so easy to parse it as systems were made for 

human reading instead of machine reading. 

Another huge plus was uncovered in Case Study of Qantas 3rd party services. This showed 

that GDS can not only be used for flight data, but also using flight data generate new services and 

help to build up new products. This gives an opportunity to offer more for customers and increase 

the revenue at the same time. 

For implementing the app Adobe Phonegap was chosen. The reason behind that is 

programming languages used – JavaScript, HTML5 and CSS. Also this means a single code base 

for all targeted platforms. These languages were found as the best choice for current 15below 

developers to use, knowing the skills range. Finally, as everything has to be integrated with current 

15below platform, a business process model has been modeled to show how the app will work and 

communicate with PASNGR API. 

As a final result I have created a mobile app for iOS and Android devices which is able to 

retrieve itineraries and store them for offline use. The itineraries contain barcode, to be able to scan 

it at airport and use as an e-ticket. In addition to this the app supports schedule change notification 

via push notifications services and rating post flight experience. These are all requirements listed in 

previous chapters and they now are fully implemented. The most importantly the app is integrated 

with current 15below platform PASNGR. At the end we have an app which requires no 

registrations, meaning no remembering of passwords and with simple user interface it is relatively 

easy to use even for those non computer literate. 
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Appendixes 
 

 

1. 15below ltd signed declaration. 

2. CD including PDF version of dissertation, .APK (Android) and .IPA (iOS) files. 
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